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Abstract. This contribution describes a number of challenges in the
context of Model-Driven Development for systems and software. The
context of the work are formal descriptions in terms of UML and OCL.
One focus point is on making such formal models more approachable to
standard developers.

1 Introduction

Model-driven development (MDD) is regarded today as a promising approach to
system and software design, based on the idea that expressive, abstract models
and not concrete code is in the focus of the deployment process. The terms
‘narrow’ and ‘broad challenges’ refer to our view that for bringing the MDD
vision into practice, short term and long term goals have to be considered.

As shown in Fig. 1, in our view on the development process we distinguish
between development artifacts (in the left lane) and property artifacts for qual-
ity assurance (in the right lane). Our work concentrates on formal UML and
OCL models and offers on the basis of the design tool USE [5,7] various quality
assurance approaches based on testing [11], validation [6] and verification [8] for
structural and behavioral [3,10] aspects.

2 Challenges for Model and Transformation Properties

Inspired by [1] this contribution is designed to formulate some ideas for possible
research in Model-Driven Development (MDD). Fig. 1 shows our view for struc-
turing and arranging challenges in MDD. The left lane sketches a (traditional)
waterfall process (with feedback) using core development artifacts (e.g., models,
code): Starting from a high-level, descriptive model various model transforma-
tions lead to an efficiently realized program of the initial model. The right lane
emphasizes the role of property artifacts (e.g., validation scenarios, proofs, tests)
that quality check the core development artifacts. The middle lane puts emphasis
on involving human developers stressing the need for human-oriented techniques
in the development process.

As there are several kinds of models (e.g., descriptive or prescriptive ones),
different properties will be of interest. For example: (a) global properties valid
in the complete model or local properties for model parts must be separated;
(b) invariants and contracts have to be checked against implementations.
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Fig. 1. Context for MDD challenges.

This implies finding and fixing appropriate techniques in the development
process. For example: (a) global invariants have to be transformed into local con-
tracts; (b) conceptual modeling features (as e.g., associations) must be turned
into programming language like features (e.g., class fields); (c) platform-inde-
pendent features must be specialized into platform-dependent features; (d) large
models must be split into manageable small model slices; (e) generally, descrip-
tive high-level features must be transformed into efficient low-level features.

We suggest the handling of models and model transformations with light-
weight model finders and model provers. Different proving machineries have been
suggested and are already employed for checking model qualities, e.g., relational
logic, rewriting, description logics, logic programming, SAT, or SMT. These dif-
ferent approaches have all their own advantages, allow to inspect different model
qualities and can coexist in the MDD world. A general strategy for the formula-
tion of properties (of models and transformations) in an approach-independent
way is however still missing. For example, we have previously developed rather
particular model-to-model transformations in order to map (a) behavioral prop-
erties to efficient structural properties (filmstripping) [12], (b) multi-level mod-
els into two-level models [4], (c) complex model features into simpler ones (e.g.,
transformation of composition and aggregation into class diagrams with con-
straints) [13], or (d) linear temporal logic into UML and OCL for validation and
verification purposes [10].

A continuously high priority in the field of model finders is to increase the
performance in order to keep up with the ever increasing comlexity of systems
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and their models. New techniques for the validation and verification of (partial)
models are still coming up regularly [2,16]. However, none of the existing ap-
proaches to date has a full coverage of the modeling elements and it is difficult
to find – or choose – the right verification engine. A major part of the problem is
the lack of benchmarks for these verification engines to compare feature sets and
performance of existing tools. Without common criteria that can be compared
it is difficult to judge the effectiveness of the approaches in comparison to each
other. Such benchmark needs to be flexible enough to account for tools that
can only handle specific validations or only support a restricted set of modeling
elements.

Further challenges are located at the more detailed levels. They include the
handling of (a) arithmetic or non-classical logics, (b) more data collections like
tuples, (c) advanced behavioral features like state machines.

Finally, there exists no tool that can handle most types of modeling paradigms
to be considered suitable for everyday use in most situations. The solution to
multiple modeling problems is often scattered among multiple approaches with
different tools. There exists no integration between these tools and the paradigms
have to be covored individually, meaning that every paradigm has to be solved
with a completely different approach with ever changing details, i.e. required
artifacts and their usage.

3 Challenges for the Development Process

Formal techniques as the ones advocated by us are usually machine-oriented,
not human-oriented descriptions. We see a need to make formal techniques more
approachable to everyday developers and to allow for a development style that
mixes formal and informal techniques.

Taking Bran Selic’s slogan “Objects before classes” seriously, we want to
offer the option to start modeling with objects and to create classes based on
objects. Object diagrams are less abstract than class diagrams, they represent
a specific moment of time in a system. When the whole system is not known
during the start of the development process, it might be easier to model such a
specific moment. A class is an abstract concept, objects are more familiar, they
can represent a real entity and are easier to grasp. When the goal is to model a
whole system, a single object diagram will probably not be enough. But it can
be used as a starting point to make educated guesses and transform it into a
first version of a class diagram. Similarly, developing formal behavioral models
from behavioral scenarios remains a challenging task.

To explore the possibilities of starting modeling with objects, we developed a
plugin for the design tool USE. As shown in Fig. 2, it is possible to create objects
without corresponding classes and links without corresponding associations, an
approach that shows many similarities to partial models [15]. Most parts can
be missing, to allow for more freedom in creating the object diagram. In the
given input example, some role names are missing. The second diagram then
shows the result of the transformation from objects to classes. Looking at the
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Fig. 2. Transformation example: Object diagram to class diagram

MasterThesis association, the links in the object diagram are merged and a
completely labeled association is the result. The Course association however,
results in a conflict, because different role names are used for the same end in the
source diagram. Now that it is highlighted in the output diagram, it can be fixed
in the input diagram as a next step in the iterative modeling process. Another
conflict is shown in the age attribute of the Teacher class. The plugin detects
different types of the attribute, which again gets highlighted. The highlighting
is done using an informal notation, utilizing color and symbols. With the help
of the color, the problems can be easily found, even in bigger diagrams. The
symbols then highlight the specific problem. In this case, the exclamation mark
highlights a conflict and the question mark highlights missing information.

This prototypical version of the plugin can already be used to get acceptable
results. However, it is planned to expand the functionality. The multiplicities
for example are currently given directly based on the exemplary object diagram,
which is of course wrong most of the time. Instead, it is planned to make the
iterative creation process more interactive and allow the user to directly input
the wanted multiplicities. User input should be stored for all further iterations
and only be replaced by new user input. Another future task includes the order
of attributes in the classes. A concept has to be developed, how the order of the
object-attributes can somehow be preserved, even though different objects might
have different orders. Another limitation of the current version is the handling of
attribute types. Right now, only four different types are allowed, this needs to be
expanded. Also up to further discussion is the conflict between the specific types
Real and Integer, like in Fig. 2. It might be better to merge the types instead.
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Further ideas for extensions include the implementation of generalization, higher
order associations, composition and aggregation.

Apart from considering structural aspects in taking object diagrams as the
basis for the design of class diagrams, the same principle ‘from concrete to univer-
sal descriptions’ can be considered for behavioral aspects. Instance-level sequence
diagrams and object diagram sequences can be taken as the starting point for
behavioral descriptions like pre- and postconditions, protocol state machines or
operation implementations, as this has been done to a certain extent already
in [9,14].

4 Conclusion

This contribution has shortly discussed some narrow and broad challenges for
model-driven development. Our focus is and will be on formal system descrip-
tions, however we believe that much work has to be done in order to make the
many existing methods and tools approachable to software and system develop-
ers who do not have expertise on formal approaches.
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